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开源 CMS 信息系统的网络安全加固策略分析与实战

龙  滨

民航重庆空管分局  重庆   401120

摘　要：本文针对开源 CMS 信息系统在二次开发和部署过程中的安全风险问题进行研究。文章从操作系统、开源系统配置、

代码改进和系统部署等多个维度，系统性地分析了开源 CMS 系统在网络安全方面可能存在的潜在风险，并提出相应的加

固策略。同时以 LIN CMS 系统作为实战样例，详细阐述了在二次开发过程中在渗透测试、代码审计及自行发现的各类安

全漏洞，并提供了具体的解决方案。本文对开源 CMS 信息系统的安全架构设计和二次开发时系统框架层面对网络安全加

固具有较强的指导价值。
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1. 引言

CMS 系统也称内容管理系统，通常采用 B/S 架构和前

后端分离的技术。随着开源信息技术的发展，涌现了一大批

的开源 CMS 项目。由于采用这些项目功能全面、改进持续，

能极大地降低开发维护成本，这使得很多公司和单位倾向于

选择基于开源 CMS 系统进行二次开发。笔者在为单位开发

内外网信息系统时，曾对不同架构的开源 CMS 系统进行过

研究和内核改进，也多次主持对所二次开发的 CMS 系统进

行了渗透测试及代码审计整改，积累了对 CMS 系统加固的

经验。由于对开源信息系统二次开发的系统直接进行部署风

险非常高，必须采取一些加固措施。在本文中，笔者将结合

自身的理解，以及渗透测试和代码审计主要内容，对 CMS

信息进行加固的一些基本策略进行讨论，提供对开源 CMS

系统的安全加固建议。并以开源 LIN CMS 系统为例，探讨

实战安全加固需要注意的问题。

2. 开源 CMS 信息系统的安全加固

2.1 CMS 信息安全加固原则

笔者在开源信息系统网络安全方面结合实际经验，总

结了以下 5 项原则：

默认安全配置修改原则：应避免使用开源系统在安全

方面的默认配置，如默认管理员账号密码、默认数据库、默

认秘钥等。

最小权限原则：开源系统默认的访问权限可能超出了

实际需求，可能导致访问越权，从而导致系统被恶意攻击。

在设置用户或角色权限时应按最小权限原则分配。

强加密原则：登录用户、数据库应采用强密码，登录

密码应进行加密强度验证并采用强加密算法，传输应采用加

密协议，如 HTTPS、WSS 等，防止暴力破解和传输过程中

的数据泄露。

可追溯原则：记录系统的所有操作，便于审计和排查

问题。应开启 CMS 日志记录，并在系统设计上对数据库记

录的历史访问。

隐私保护原则：应保护用户的隐私信息（如身份证号、

电话号码、住址等）不泄露。 

2.2 CMS 信息系统的加固

对开源 CMS 信息系统的安全加固不是孤立的，需要从

5 个层面，也就是网络安全防护设施层面、操作系统层面、

开源 CMS 系统的安全配置层面、二次开发网络安全设计层

面以及系统部署层面综合采取进行加固措施，形成组合加固

策略，才能形成坚固的安全措施。

图 1  CMS 系统网络安全防护 5 个层面

2.2.1 网络安全防护设施加固

用户可根据实际情况安装防火墙、网络安全流量监测、

日志审计、堡垒机、零信任、蜜罐等安全防护系统。本文主
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要对 CMS 系统加固进行论述，不做详述。

2.2.2 操作系统层面的安全加固

CMS 信息所部署的操作系统应避免采用默认账号，系

统采用强密码，做好文件访问控制，加强用户分组权限控制，

及时更新补丁，合理配置系统防火墙，安装病毒防护、木马

防护软件等措施。本文不做详述。

2.2.3 开源 CMS 系统加固

对开源 CMS 系统加固，主要考虑两个方面，一是默认

安全配置的加固，二是在进行二次开发设计的加固。

2.2.3.1 默认安全配置加固

开源 CMS 系统的默认配置可能存在安全风险，比如系

统默认超级用户名称、默认登录密码、默认数据库名称、默

认数据库账号和密码、默认秘钥、默认用户、默认系统名称

和路径、默认端口、token 默认过期时间、默认搜索关键字等。

这些配置在部署前需要修改加固，一方面防止恶意用户通过

猜测或暴力破解方式进行攻击，另一方面防止恶意用户通过

研究开源系统的默认配置，从而导致系统被攻击。

以 LIN CMS 系统 Koa 后端为例，其默认配置如下：

表 1  LIN CMS 系统后端默认配置

项目 默认配置 修改建议

默认超级用户 root 更换超级用户名称

默认访客 guest 取消访客

默认用户登录密码 123456 强密码

默认数据库 lin-cms 自定义数据库名

默认数据库端口 3306 修改为其他端口

默认秘钥 此处省略 修改秘钥

默认 access token 过期时间 60*60 秒 可适当减少

默认 refresh token 刷新时间 60*60*24*30 秒 1 个月太长，须减少

默认后端端口 5000 修改为其他端口

对于 LIN CMS 系统 Vue 前端，其默认配置如下：

表 2  LIN CMS 系统后端默认配置

项目 默认配置 修改建议

前端默认端口 8080 更换端口

操作停滞时间 stagnateTime 60 * 60 * 1000 可减小

上 述 用 户 中， 需 要 root 和 guest 作 为 用 户 名， 采 用

123456 弱密码作为默认密码，容易被暴力破解。对系统端

口和数据库端口进行修改，可以提升恶意用户猜测和发现难

度；对默认秘钥进行重新设置，可以防止恶意用户利用开源

秘钥对 token 进行解密；对 token 刷新和操作停滞过期时间

进行合理设置，可以减少暴力破解窗口时间。

2.2.4 二次开发设计加固

2.2.4.1 二次开发设计加固策略

开源 CMS 系统的发布方通常为提升评价和测试部署便

利，会忽略掉一些安全方面的设计，需要用户在二次开发或

正式部署时进行进行代码级加固。代码级加固方面需要考虑

以下因素：

是否采用默认采用未加密的传输协议（如：http、ws 等）。

采用未加密的传输协议使得数据采用明文传输，存在网络抓

包方式查看明文的风险。需修改为 https、wss 等加密协议进

行传输。

用户密码是否存在登录次数和锁定限制。恶意用户通

常可以通过暴力破解猜测用户名和密码。应对措施包括延长

登录频率、限制登录失败次数、设置登录失败锁定时间等。

密码算法安全性是否够强，密码加密是否采用了默认

的盐值。恶意用户通过某些信息获取到项目所基于开源项目

的情况下，可以通过开源系统盐值和算法，逆向计算或正向

密码验证，实现对加密的破解。

是否会导致用户隐私信息暴露。在获取用户信息时，

可以通过设置合适的 VO 字段或不同权限的 API 接口，避免

获取该用户或该页面不需要的信息（如：身份证号、住址、

电话、权限等信息），特别是要避免前端显示一些调试信息，

这些调试信息可能存在隐私风险。

是否存在越权漏洞。比如：普通用户不能配置超级用

户的权限。同级别用户不能获取对方的访问权限等，这需要

在前端和后端方面进行精心设计和配置。

是否存在 SQL 注入风险。前、后端采用 SQL 指令直接

访问数据，未对字段能进行验证，将可能导致 SQL 注入风险。

解决手段包括采用 ORM 框架、参数化查询、合法表名白名

单方式进行数据访问等。

是否存在 XSS 跨站脚本攻击风险。XSS 攻击包含三种：

存储型 XSS、反射型 XSS、基于 DOM 的 XSS。通常需要通

过 CSP 多种手段综合手段进行防御，一些前端开发语言框

架自身具备一定防止 XSS 的能力。

是否存在 CSRF 跨站请求伪造风险。解决方案通常采

用 CSRF 令牌机制、检查请求来源（Referer）、Same-Site 

Cookies 策略、敏感操作时再次身份验证等方式。

是否存在 CORS 跨域资源共享风险。通常需要在服务

器端合理设置响应头 CORS 相关字段（如：Access-Control-
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Allow-Origin 等）等方式解决。

是否存在文件上传漏洞。文件上传漏洞是 Web 应用中

因未对上传文件进行有效校验而产生的安全漏洞，攻击者可

借此上传恶意文件控制服务器‌。防范方法主要包括：上传文

件类型白名单、文件魔术头验证、上传文件大小控制、文件

路径限制、上传文件重命名等。

是否存在信息泄露风险 ( 如：调试信息、报错信息、敏

感路径、版本信息、网站地图信息等 ) 风险。系统上线前应

删除所有调试信息，敏感信息可采用加密方式存储。

用户认证机制是否安全。比如：采用不安全的认证机制、

不安全的加密算法、不安全的密码存储方式、不安全的密码

重置流程等。需要深入系统内核代码，完善认证机制，采用

更加安全的加密算法和密码存储方法。

API 访问安全性不足。比如采用未经权限认证的 API 接

口、API 参数未经校验、敏感信息未加密传输、API 访问权

限设置不合理等。需要在后端精心设计和配置。

依赖库存在漏洞。比如采用不安全的依赖库。著名的

log4j 漏洞事件就属于这一范畴。

2.2.4.2 二次开发设计加固实战

以对 LIN CMS 进行二次开发系统为例，笔者通过对开

源 LIN CMS 系统底层的研究，结合渗透测试、代码审计情况，

发现该系统存在不少安全漏洞，并对源代码进行了加固：

前端和后端采用未加密的 http 和 ws 协议进行传输。为

此，笔者对 starter.js 文件进行修改，通过加入私钥和 SSL 证

书，实现了 https 协议的传输。ws 协议主要用于消息处理，

不影响使用，可进行屏蔽处理。

未对密码登录次数进行限制和锁定。LIN CMS 系统设计

为可无限次登录。为此，我们在后端对当前用户登录的次数

进行限制，当指定时间内用户连续登录失败超过指定次数

时，会锁定该用户一段时间，该方式能有效避免恶意用户短

时间发起多次暴力破解尝试。

未对密码强度进行验证，存在弱密码风险。在新建用户、

用户修改密码、管理员重置密码时，增加了进行强度验证，

新建或修改密码必须达到强度要求。

密码加密采用默认的盐值，算法采用 SHA-1 和 1 次循

环次数进行加密。这被证明是一种不安全的加密方式，我们

修改了默认的加盐密码，重写了 password-hash.js 文件，采

用更加安全的加密算法，提升了循环次数，大幅增加算法破

解难度。通常我们可以设置循环次数为固定值，对于每次加

密，也可以设计一个随机的循环次数，这样更加安全。

系统后端 API 存在越权漏洞。原因开源代码和二次开

发时一些 API 采用了不带权限的 put、get 方法，未进行权限

验证。为此，我们在后端的所有 API 进行了检查，采用了

带权限验证的 linPut、linGet 方法，并核实了所有 API 接口

的 login-required、group-required 等权限。

系统后端 API 存在 SQL 注入漏洞。主用原因主要有两点：

一是因前期调试方便，前端采用 SQL 指令传递到后端

访问数据，后端直接执行该 sql 进行访问。对于这一类问题，

我们将其改为 ORM 方式进行数据访问。

二 是 一 些 复 杂 的 查 询， 无 法 通 过 KOA 框 架 自 带 的

sequelize 框架进行查询，因此开发期间采用了 SQL 指令进

行查询。对于这一类问题，由于无法通过 ORM 方式解决，

我们在代码层面采用参数化查询、合法表名白名单方式进行

了调整。

存在 XSS 漏洞和上传文件漏洞。主要是上传的文件验

证后缀合法性，对带后缀的文件没有进行格式校验。为此，

我们在前端对文件类型进行指定，在后端对上传文件后缀指

定了白名单，只允许指定的图片、压缩、pdf 等格式可以上传，

并对每一种格式进行了魔术头验证，有效降低了 XSS 攻击

和上传漏洞风险。

CORS 配置不合理。原因是系统采用了默认的 CORS 配

置，未对请求来源进行限制。为此，我们在后端采用 koa-

cors 组件，对 CORS 配置进行了调整，只允许指定的域名进

行访问。

用户认证机制安全性不足。LIN CMS 系统采用 JWT 进

行用户认证，JWT 方式由于是服务器分发 token，本地并不

存储分发的 token，用户登录退出之后，token 过期时间可

能还没结束。由于此时 token 仍然有效，攻击者可通过截获

token 进行攻击。为尽量减少代码改动，并保证系统安全，

我们自己设计了一种 session 记录同 JWT 结合的方式，在用

户登录、主动退出、重新登录、token 自动失效时对 token 进

行记录或失效处置。通过上述方式，有效避免了用户 token

过期的问题，提升了系统安全性。

2.2.5 部署加固

2.2.5.1 部署加固策略分析

在开源 CMS 信息系统部署过程中，也可能存在一些安
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全问题：

部署工具本身存在漏洞。一些旧版本的部署工具可能

存在漏洞，如 node.js、nginx、Apache Tomcat 等，需要及时

更新。

部署配置不合理。部署过程中，需要对服务器的配置

进行合理的调整，如：更换默认 80 或 8080 等端口、采用

https 等加密协议、合理配置反向代理等，避免出现安全漏洞。

部署工具应设置 40x、50x 等错误页面，正式部署前删

除网站地图文件。

系统报错或文件可能泄露系统敏感信息。在部署过程

中，可能会出现一些报错信息和包含网站敏感信息的文件，

这些信息和文件可能包含系统的路径、版本等敏感信息，导

致信息泄露，需要进行屏蔽或删除。

2.2.5.2 部署加固实战

笔者在对 LIN CMS 系统二次开发的系统在部署过程中，

也遇到一些安全问题：

对于自主开发的企业微信端，采用 hbuiderx 进行编译测

试，发现存在 vite 版本过低且存在漏洞。后来采用其他的部

署工具，解决了该问题。

由于测试版本采用 hbuiderx 的编译部署，系统的报错信

息中包含系统的路径信息，存在信息泄露的风险。在更换部

署工具后，该问题也得到了解决。

存在信息泄露风险。由于 LIN CMS 前后端系统采用

node.js 后端，在 node_modules 目录下存在不少 .js.map 文件，

系统编译过程中也会生成该后缀文件。由于攻击者可能根据

这类文件获取到网站地图，存在网站文件路径、第三方插件

信息泄露的风险，我们在部署前，删除了所有 .js.map 文件。

3. 总结和展望

开源系统的安全性一直是一个重要的研究领域。本文

针对开源CMS系统的网络安全可能存在的问题进行了分析，

并提出改进要点，同时以 LIN CMS 系统为例，剖析了该开

源系统的安全性漏洞，并提出相应的解决手段。从实战的二

次开发代码改动来看，安全加固需要深入理解系统内核，而

且需要对系统网络安全有较深的理解。

随着互联网网络安全技术的发展，相关攻击、渗透技术

层出不穷，信息系统防守的难度也在不断增加。开源 CMS

信息系统的安全不仅需要二次开发人员的网络安全意识和

技术能力的提升，更需要开源贡献者的共同努力，从开源代

码层面不断提升信息系统的安全性，减少二次开发人员的网

络安全加固难度和部署风险。由于采用开源信息系统为基础

进行二次开发的范围非常广，笔者呼吁政府和相关主管部门

加强对开源信息系统支持和监管，出台一些更加有利于开源

信息系统网络安全的指导意见。
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